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Figure 1: Both sides of the Versa64Cart Rev. 1.2
1. [bookmark: _Toc39747104]Introduction
The Versa64Cart is a generic EPROM cartridge for the Commodore C64 and C128. It can be configured as 8k, 16k, 8k ultimax or 16k ultimax cartridge. Further on, the most sufficient address bits of the EPROM can be set by a DIP-switch which offers a manual bank switching for multi game/multi ROM cart option. 

The Versa64Cart is not suitable to run a Kernal or software, which require bank switching by that software (e.g. games > 16k).

[image: ]
Figure 2: Versa64Cart - placement and dimensions
1. [bookmark: _Toc39747105]Configuration
1.1. [bookmark: _Toc39747106]Explanation
The extension cartridges signalize their configuration with two flags. Those are  and  . For addressing the EPROM, the C64 offers two chip-select signals for an 8kB address space, which are  and  .  The chip-select signals are required to locate the EPROM content within the address space of the C64. It is possible to use either ,  or combining both to get a 16kB address space in total. 

	Mode
	
	
	
	Address space

	8k
	LOW
	HIGH
	
	0x8000 – 0x9FFF

	8k ultimax
	HIGH
	LOW
	
	0xE000 – 0xFFFF

	16k
	LOW
	LOW
	 = “16k”
	0x8000 – 0xBFFF

	16k ultimax
	HIGH
	LOW
	 = “16k”
	0x8000 – 0x9FFF +
0xE000 – 0xFFFF


[bookmark: _2et92p0]Table 1: Cartridge configuration
In the “ultimax” modes, the Kernal ROM (0xE000 – 0xFFFF) is replaced by the content of the EPROM of the Versa64Cart. The Reset vector is located at 0xFFFC and 0xFFFD. This is a guidepost for the microprocessor, which shows where to start the execution after the processor was powered up (or received a RESET pulse). This way, the software in the EPROM will completely take control.
In EXROM mode, the C64 Kernal (the one on the mainboard) will check the memory locations 0x8004-0x8008 for the “cartridge signature” CBM80 (PETSCII 0xC3, 0xC2, 0xCD, 0x38, 0x30). If this sequence is found, the execution will follow the cartridge cold start vector located at the first two memory addresses of the EPROM (0x8000 and 0x8001 in the C64’s address space).
[bookmark: _jl2rufxoq8bf][bookmark: _Toc39747107]1.1.       Addresses
This document mentions different sorts of addresses. All are expressed as hexadecimal numbers. This is indicated by a 0x… in front of the number (like it is common in the programming language C). In the Commodore world, a $... in front of the number indicates the hexadecimal format.
The addresses shown in Table 1 are absolute addresses in the memory space of the C64. The addresses shown in Table 2 and Table 3 are EPROM offset addresses. Both must no be confused. Depending on the cartridge mode, the selected memory bank is mapped to the addresses shown in Table 1 (by the PLA, the main logic chip of the C64).  
1.2. [bookmark: _Toc39747108]Jumper & DIP-Switch Settings
The DIP-Switch SW1 configures the cartridge mode and the three most sufficient address bit of the EPROM (the “bank switching”). Annotation: ON position connects the signal to ground (=LOW). 
The jumper J6 () sets the chip select signal for the EPROM. It can be ,  or “16k” (this is a diode logic AND of  and ).
The jumper J5 (A13) can be set to “Switch” or “16k”. “Switch” means, that A13 is set by the DIP-Switch, “16k” means, that A13 is controlled by the  signal. 
A 16k cartridge requires both jumpers (J5 and J6) set to “16k”.
For the required settings refer to Table 1.
1.3. [bookmark: _Toc39747109]Bank Switching
The EPROM offers more memory (27C512 = 64kB) than it is required for a generic 8k or 16k cartridge. On account of this an EPROM can keep the content of several cartridges. The DIP-Switch SW1 (3, 4, 5 = A15, A14 and A13) selects which of these cartridges is selected. In 16k mode, the setting of A13 is ignored.
	DIP-Switch
	Address Bits
	EPROM Address
(Offset)

	3
	4
	5
	A15
	A14
	A13
	

	ON
	ON
	ON
	L
	L
	L
	0x0000 – 0x1FFF

	ON
	ON
	OFF
	L
	L
	H
	0x2000 – 0x3FFF

	ON
	OFF
	ON
	L
	H
	L
	0x4000 – 0x5FFF

	ON
	OFF
	OFF
	L
	H
	H
	0x6000 – 0x7FFF

	OFF
	ON
	ON
	H
	L
	L
	0x8000 – 0x9FFF

	OFF
	ON
	OFF
	H
	L
	H
	0xA000 – 0xBFFF

	OFF
	OFF
	ON
	H
	H
	L
	0xC000 – 0xDFFF

	OFF
	OFF
	OFF
	H
	H
	H
	0xE000 – 0xFFFF


Table 2: 8k cartridges memory banks
The DIP-Switch can be replaced with a jumper.

	DIP-Switch
	Address Bits
	EPROM Address
(Offset)

	3
	4
	5
	A15
	A14
	A13
	

	ON
	ON
	X
	L
	L
	X
	0x0000 – 0x3FFF

	ON
	OFF
	X
	L
	H
	X
	0x4000 – 0x7FFF

	OFF
	ON
	X
	H
	L
	X
	0x8000 – 0xBFFF

	OFF
	OFF
	X
	H
	H
	X
	0xC000 – 0xFFFF


Table 3: 16k cartridges memory banks
 The C64 address must not be confused with the EPROM Address offset.
1.4. [bookmark: _Toc39747110]Solder Bridges
Instead of setting jumpers and the DIP-Switch, solder bridges can be utilized to configure the Versa64Cart. This is an option, in case the configuration of the Versa64Cart is not prone to be changed. Solder bridges are used to “hard wire” the configuration.
	Signal
	HIGH
	LOW

	
	JP4 = open
	JP4 = closed

	
	JP5 = open
	JP5 = closed

	A15
	JP8 = open, (JP9 = closed)
	JP8 = closed, (JP9 = open)

	A14
	JP10 = open, (JP11 = closed)
	JP10 = closed, (JP11 = open)

	A13
	JP12 = open, (JP14 = closed)
	JP12 = closed, (JP14 = open)


Table 4: Configuration with solder bridges
The jumpers in brackets (JP9, JP11 and J14) are only required in case the pull-up resistors R2, R3 and R4 are not populated. Never (!!!!) close both jumpers of one address signal. It cannot be LOW and HIGH at the same time, this will produce a SHORT CIRCUIT!!!!
The footprints of the jumpers J5 and J6 are designed to be solder bridged, when not populated.
2. [bookmark: _Toc39747111]Assembly of the Versa64Cart
The Versa64Cart can work with a minimum of components when being configured with solder bridges. Just the EPROM and a 100nF capacitor is required. 
· The reset switch is nice to have, but it is just an option.
· The DIP-switch can be replaced by configuring the solder bridges JP4, 5, 8, 10 and 12. 
· The pull-up resistors (R2-4) can be omitted, and JP9, 11, 14 can be utilized to set a HIGH level on A15 … A13 (BE CAREFUL, see warning above!). If you are not sure, keep the pull up resistors.
· J5 and J6 can be hard wired with solder bridges. 
· R1, D1 and D2 are only required in 16k modes.
· The EPROM can be soldered, a socket is not necessary
Soldering the EPROM can be required if a shallow cartridge case is used. A socket might add too much height. In this case, it is advised to test the EPROM with a Versa64Cart with a socket before soldering.
3. [bookmark: _Toc39747112]Retrieving the binary and the settings from a CRT file
3.1. [bookmark: _Toc39747113]VICE cartconv
The CRT file format is created to emulate cartridges with VICE or devices like the Ultimate II+ etc. It should not be programmed into an EPROM; this will not work.
Instead, the binary has to be retrieved from the CRT file. The binary is a file that can be used for programming EPROMs. Also, it is possible to find out the required settings for  and .
The utility that is used here is CARTCONV, which is a command line too that comes with VICE (C64 emulator). For the examples in this chapter, CARTCONV and the cartridge files are copied to the same directory. To start, enter cmd into the search box on the taskbar of Windows (Press Windows-Key, write cmd, press ENTER).
First the CRT information is required. Enter the following command:
cartconv -f mycartridge.crt
mycartridge.crt stands for the crt file, that you want to convert. 
The second step is to generate a *.bin file from the *.crt. The *.bin file can be used to program EPROMs. 
cartconv -i mycartridge.crt -o mycartridge.bin 
3.2. [bookmark: _Toc39747114]Example I - deadtest.crt (Mode 8k ultimax)

In this first example we will look at the output of cartconv and use it to make a dead test cartridge step by step. The important information is colored red.
1. List the CRT information:
	C:\cartconv>cartconv -f deadtest.CRT

	CRT Version: 1.0

	Name: C64DEADTESTREV718220

	Hardware ID: 0 (Generic Cartridge)

	Mode: exrom: 1 game: 0 (ultimax)

	

	offset  sig  type  bank start size  chunklen

	$000040 CHIP ROM   #000 $e000 $2000 $2010

	

	total banks: 1 size: $002000



2. Check the hardware ID. It must be 0. Many (game or special) cartridges require special circuitry. The Final Cartridge and Super Zaxxon are examples of that and will not work with the Versa64Cart.
3. Check the Mode. From the mode we know how to configure the jumpers on the board. It shows that exrom=1, game=0 and the mode is ultimax.
4. Check the size. Here it is $2000, meaning 8k.
With the infomation above we see that
· $2000: we need an 27C64 8k EPROM. If you select a larger ROM, tie A13-A15 to GND. (SW1-3, SW1-4 and SW1-5 to ON) to ensure that the lowest part of the rom is addressed.
· exrom: 1 game: 0 (ultimax): set SW1-1 to ON and SW1-2 to OFF.
Note: A switch in the OFF position means HIGH or 1. Nicely confusing.
 to be 1 (HIGH) and has to be 0 (LOW) ⇒ DIP Switch 1=ON, 2=OFF. The ultimax mode is mentioned here, too.  The start address is $e000 (0xE000). Referring to Table 1, J6 has to be set to . The size is $2000 (which is hexadecimal for 8k). Hence jumper J5 is set to “switch”. It is assumed, that the binary is programmed to the first 8k of the EPROM, so the address lines A15, A14 and A13 are L, L, L ⇒ the switches 3-5 are ON.
	Item
	cartconv
	Setting

	
	0 (= LOW)
	SW1-1 = ON

	
	1 (= HIGH)
	SW1-2 = OFF

	size 
	$2000 (=8k cartridge)
	A13 (J5) = “Switch”

	start
	$E000
	(J6) = 

	EPROM offset
	$2000
	A15…13 = LLL ⇒ 
SW1-3 = ON 
SW1-4 = ON
SW1-5 = ON



Now the deadtest.bin file can be generated:
	C:\cartconv>cartconv -i deadtest.CRT -o deadtest.bin

	Input file : deadtest.CRT

	Output file : deadtest.bin

	Conversion from Generic Cartridge .crt to binary format successful.



3.3. [bookmark: _Toc39747115]Example II - diag04.crt (Mode 8k game)
	C:\cartconv>cartconv -f diag04.crt

	CRT Version: 1.0

	Name: 586220PLUS_0.4

	Hardware ID: 0 (Generic Cartridge)

	Mode: exrom: 0 game: 1 (8k Game)

	offset  sig  type  bank start size  chunklen

	$000040 CHIP ROM   #000 $8000 $2000 $2010

	total banks: 1 size: $002000



Here, the Hardware ID is 0 (Generic Cartridge) again. The Versa64Cart is suitable for running the software. Now, it is assumed, that the first 8k are already in use and the binary should be programmed to the second 8k slot of the EPROM.  
	Item
	cartconv
	Setting

	
	1 (= HIGH)
	SW1-1 = OFF

	
	0 (= LOW)
	SW1-2 = ON

	size 
	$2000 (=8k cartridge)
	A13 (J5) = “Switch”

	start
	$8000
	(J6) = 

	EPROM offset
	$2000
	A15…13 = LLH ⇒ 
SW1-3 = ON 
SW1-4 = ON
SW1-5 = OFF



The binary conversion is exactly the same like in Example I.
3.4. [bookmark: _Toc39747116]Example III - neutron.crt (Mode 16k game)
	C:\cartconv>cartconv -f neutron.crt

	CRT Version: 1.0

	Name: NEUTRON

	Hardware ID: 0 (Generic Cartridge)

	Mode: exrom: 0 game: 0 (16k Game)

	offset  sig  type  bank start size  chunklen

	$000040 CHIP ROM   #000 $8000 $4000 $4010

	total banks: 1 size: $004000



Again, it is assumed, the binaries should be programmed to the first 16k of the EPROM.
 

	Item
	cartconv
	Setting

	
	0 (= LOK)
	SW1-1 = OFF

	
	0 (= LOW)
	SW1-2 = ON

	size 
	$4000 (=16k cartridge)
	A13 (J5) = “16k”
(J6) = “16k”

	start
	$8000
	Not relevant in 16k mode

	EPROM offset
	$0000
	A15…13 = LLL ⇒ 
SW1-3 = ON 
SW1-4 = ON
SW1-5 = ON



The binary conversion is exactly the same like in Example I.
3.5. [bookmark: _Toc39747117]Example IV - non suitable formats
	C:\cartconv>cartconv -f batman.crt

	CRT Version: 1.0

	Name: batman

	Hardware ID: 5 (Ocean)

	Mode: exrom: 0 game: 1 (8k Game)

	Warning: game in crt image set incorrectly.

	offset  sig  type  bank start size  chunklen

	$000040 CHIP ROM   #000 $8000 $2000 $2010

	$002050 CHIP ROM   #001 $8000 $2000 $2010

	[…]

	$01e130 CHIP ROM   #015 $8000 $2000 $2010

	total banks: 16 size: $020000



Here, the hardware ID is not 0 (generic). The Versa64Cart is not suitable for this software. The size is $20000, which is 128kB, more than what fits into the memory space of the C64. This kind of software requires a cartridge with a certain automatic bank switching circuit, in this case the Ocean cartridge type and a 27C010 (128kx8bit) EPROM is required.
4. [bookmark: _Toc39747118]EPROMs
Four different types/sizes of EPROMs can be used with the Versa64Cart, not all settings make sense with them. Their pin out is shown in Table 5.
The effect of the settings and the recommended configurations are shown in Table 6.
	[bookmark: _44sinio]27C64

	
	27C128
	

	
	
	27C256
	
	

	
	
	
	27C512
	
	
	

	
	
	
	
	SOCKET
	
	
	
	

	Vpp
	Vpp
	Vpp
	A15
	1
	A15
	VCC
	28
	VCC
	VCC
	VCC
	VCC

	A12
	A12
	A12
	A12
	2
	A12
	A14
	27
	A14
	A14
	/PGM
	/PGM

	A7
	A7
	A7
	A7
	3
	A7
	A13
	26
	A13
	A13
	A13
	n.c.

	A6
	A6
	A6
	A6
	4
	A6
	A8
	25
	A8
	A8
	A8
	A8

	A5
	A5
	A5
	A5
	5
	A5
	A9
	24
	A9
	A9
	A9
	A9

	A4
	A4
	A4
	A4
	6
	A4
	A11
	23
	A11
	A11
	A11
	A11

	A3
	A3
	A3
	A3
	7
	A3
	/OE
	22
	/G/Vpp
	/G
	/G
	/G

	A2
	A2
	A2
	A2
	8
	A2
	A10
	21
	A10
	A10
	A10
	A10

	A1
	A1
	A1
	A1
	9
	A1
	GND
	20
	/E
	/E
	/E
	/E

	A0
	A0
	A0
	A0
	10
	A0
	D7
	19
	D7
	D7
	D7
	D7

	D0
	D0
	D0
	D0
	11
	D0
	D6
	18
	D6
	D6
	D6
	D6

	D1
	D1
	D1
	D1
	12
	D1
	D5
	17
	D5
	D5
	D5
	D5

	D2
	D2
	D2
	D2
	13
	D2
	D4
	16
	D4
	D4
	D4
	D4

	GND
	GND
	GND
	GND
	14
	GND
	D3
	15
	D3
	D3
	D3
	D3


[bookmark: _2jxsxqh]Table 5: EPROM pin compatibility
	EPROM
	Size
	A15
	A14
	A13
	16k

	27C512
	64kx8
	yes
	yes
	yes
	yes

	27C256
	32kx8
	HIGH
	yes
	yes
	yes

	27C128
	16kx8
	HIGH
	HIGH
	yes
	yes

	27C64
	8kx8
	HIGH
	HIGH
	HIGH
	no


[bookmark: _z337ya]Table 6: Settings per EPROM type
In case Vpp is located at a dedicated pin (pin 1), A15 has no effect anymore. A HIGH level is recommended (switch is off) . The /PGM Pin should be set HIGH. The n.c. (not connected) pin should be HIGH (with pull-up) or open. For an 8k EPROM, the 16k setting makes no sense.
[bookmark: _u04mfbp0nwvv][bookmark: _Toc39747119]5.            Setting up an EPROM Image
[bookmark: _x88semjirkj][bookmark: _Toc39747120]5.1.   	Introduction
Since the size of the supported EPROMs usually exceed the 8k or 16k limit, it is possible to combine two or more *.bin files to a file that fills more than one memory banks in the EPROM. The possible bank addresses are shown in Table 2 and Table 3. In case you want to combine 8k and 16k cartridges, you can place the 16k *.bin files first and the 8k *.bin files behind it. This way you prevent the 16k *.bin files located to an bank address, that is not shown in Table 3.It is of course possible to have an even number of 8k *.bin in front of the 16k *.bin.
The *.bin files can be merged to one EPROM image (also a *.bin file) in different ways:
·        The software of the Programmer
·        A hex editor
·        Merging the files with Windows
[bookmark: _v2isevic28qv][bookmark: _Toc39747121]5.2.   	Merging *.bin Files with the TL866 Programmer Software
The software mentioned above is capable of loading multiple files into the buffer, which can be saved and be used for programming the EPROM. After selecting the EPROM type, a buffer in the size of the EPROM is present in memory.
[image: ]
Figure 3: Loading a *.bin file with default options
The first *.bin file can be loaded with the default options (as shown in Figure 3). It will be placed in the lowest memory bank and the rest of the buffer is filled with 0xFF, which is handy, because this is the state of a not programmed byte.
[image: ]
Figure 4: Program buffer
All following *.bin files have to be loaded with a proper address offset and “Clear Buffer…” disabled (Figure 5). The “TO Buffer… Addr (HEX)” address can be found in Table 2: 8k cartridges memory banks or Table 3: 16k cartridges memory banks.
[image: ]
Figure 5: Options for the second 8k file
Note: It is even possible to load the content of an already programmed but not completely filled EPROM, find a free memory bank (which is filled with 0xFF), place a further *.bin there and program the EPROM without having to erase it prior to that.
It is strictly required to load the additional *.bin files to the memory banks in Table 2 and Table 3.   
[bookmark: _hylqymk52dv2][bookmark: _Toc39747122]5.3.   	Merging *.bin Files with the HxD HEX Editor
A HEX editor, which allows to see the bytes as hexadecimal numbers is probably suitable to merge the *.bin files. The HxD editor (https://mh-nexus.de/en/downloads.php?product=HxD20) offers this functionality. Thus, it will be explained, how to do the task with this software.
First, it is important to check, whether the images have exactly the right size (which is 8k or 16k). Otherwise the merged images will not be in the right position in the begin of a memory bank. This will cause a malfunction, since the software will not start properly. The result might be a black screen or a boot screen, showing a number less than 38911 basic bytes free.
[image: ]
Figure 6: *.bin file of a not suitable size
An 8k *.bin has to fill the exact address space of 0x0000 – 0x1FFF, which is a byte count of 0x2000 (=8kbyte). The file shown in Figure 5 is missing one byte. This has to be filled up with preferably 0xFF (or any other value).
[image: ]
Figure 7: Inserting a byte with the HxD editor
Move the cursor at the position of the missing byte and select the operation “Insert bytes…” from the “Edit” menu. Here one byte is missing, so the byte count is “1”. The HEX-value is “FF”.
Some old EPROM images are 4k in size. This has to be filled up. So, again, position the cursor after the end of the data (0x1000, assuming, that the size is exactly 4k) and insert a hex byte count of 0x1000 (which is exactly 4k) to fill up to an 8k image.  
Finally save the *.bin file. Fill up all files to 8k (0x2000 bytes) or 16k (0x4000 bytes).
After this operation, the files can be concatenated to get a proper image for the complete EPROM spanning over up to the maximum memory banks for the intended EPROM.
[image: ]
Figure 8: The Concatenate... tool
 
Select all files, that are intended to be programmed in one EPROM, specify the output directory and file name (…) and click ok.
[image: ]
Figure 9: Concatenating the *.bin files
The output file can be used for programming an EPROM. The risk of the concatenate tool is, that a file does not have the proper size. 
[bookmark: _s462zdg1r35j][bookmark: _Toc39747123]5.4 Merging *.bin Files with Windows
Combining several *.bin to one file can be accomplished with the copy instruction, that is part of Windows. To execute it, it is required to start the Windows Command Processor. This is accomplished by entering cmd¿   in the search box like shown in Figure 10.
[image: ]
Figure 10: cmd being entered in the search box
First, you have to make sure, that your *.bin files are in one directory. The size is displayed by the dir command (Figure 11). For an 8k image the size has to be exactly 8192 bytes, for a 16k image, it is 16384 bytes. In case those values are not exactly the same, the image will not be in the right position and the cartridge will not work (except for the first image). Such a problem can be fixed with the HEX editor as described in the previous chapter.
To make sure, that 16k images are in a correct memory bank, it is suggested to put the 16image(s) on the first positions, followed by the 8k images. Alternatively, an even number of 8k images in front, will also work.
Merging of the *.bin files is accomplished with the copy command:
copy /b 16kimage1.bin + 16kimage2.bin + 8kimage1.bin epromimage.bin
Format of this instruction:
copy /b <input file 1> + <input file 2> + <input file 3>… <output file>
The execution of this command is shown in Figure 11. It should be paid attention to the output message of the copy command. All desired input files should be enumerated here.
 [image: ]
Figure 11: Executing the required commands on the Command Processor shell

5. [bookmark: _Toc39747124]Startup and Troubleshooting
Before you insert the Versa64Cart into the expansion port of the C64, you should make sure, that there are no fatal failures on it. In the worst case, it will produce a short circuit. 
· Check the solder joints on the solder side
· Check the orientation of the socket. The notch is at the side, where the capacitor is
· In case you have used the solder bridges to configure the address, check according to the warning in chapter 2.4 or measure the resistance between pin 1 and 2 (that is GND and +5V) of the edge connector (without an EPROM inserted). It must not be less than about 3k.
· After inserting the EPROM, check if the notch is at the same side like the notch of the socket. Check all pins are properly seated in the socket and not bent inwards or outwards.
After all these points are correct, nothing really bad can happen to your C64 anymore. If you get a black screen or a normal startup display with less than 38911 Basic Bytes free, you might have a configuration problem. 
· Did you program the EPROM with a proper *.bin and not with the *.crt file? CRT files are not suitable to program an EPROM. Refer to chapter 4.
· Did you set the configuration bits correctly? ON means LOW
· Did you select the required  (J6)?
· Did you jumper A13 (J5) as required?
· In case it is a 16k cartridge: Are R1, D1 and D2 placed?
6. [bookmark: _Toc39747125]Revision History
6.1. [bookmark: _Toc39747126]Rev. 1.1 ⇒ Rev. 1.2
· Schematic and layout were redrawn in Eagle (v 9.2)
· All solder bridges (jumpers) are located on the component side now (the footprint of the jumpers includes the solder bridge option)
· A13…A15 can be configured by solder bridges now
· No test points for A13…A15 anymore
· The jumpers are moved to the outer edge for easier access
· J5 for the configuration of A13 is a 3-pin jumper now
· A reset switch is added
· A configuration table is added on the solder side
6.2. [bookmark: _Toc39747127]Rev. 1.2 ⇒ Rev. 1.3
Some issues with cartridge cases were fixed.
· The diodes D1 & D2 and R1 were moved north by 4.93mm
· D1&D2 moved east by 4.6mm, R1 by 2.54mm
· IC1&C1 moved west by 1.59mm
6.3. [bookmark: _Toc39747128]Rev. 1.3 ⇒ Rev. 1.4
· The width of the contact pads of the expansion port was reduced to 1.5mm and the whole area is free of solder stop mask.
6.4. [bookmark: _Toc39747129]Rev. 1.4 ⇒ Rev. 1.5
· The DIP-Switch can be replaced with a jumper (2x5).
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Set Interface

@ ZIIF socket ] 6 (o) Clear

Address | 0| 1|2 |3|4|5|6|7|8|9|a|lBlC|D|E]|F|ASCIT 4 ||USB Device Info:

)000-1F2( 5F 5F FF FF 5F 5F FF FF 5F 5F FF FF 6F 1 Programner Comnected.
J000-1F5( 5F 5F FF FF 5F 5F FF FF 5F 4F FF FF 5F
)000-1F4C 00 00 A0 A0 00 00 AO AO 00 00 AO AO 00
)000-1F5C 00 00 20 A0 00 00 AO A 00 00 A0 AO 00
)000-1F6C 00 00 A0 A0 00 00 AO A 00 00 A0 AO 00
)000-1F7C 00 00 AO A0 00 00 AO AO 00 00 AO AO 00
J000-1F8( 18 5F FF FF 5F 5F FF FF 5F 5F FF FF 5F
J000-1FSC 5F 5F FF FF 5F 5F FF FF 5F 5F FF FF 5F
J000-1FAC 5F 5F FF FF 5F 5F FF FF 5F 5F FF FF 5F
J000-1FBC 5F 5F FF FF 5F 5F FF FF 5F 4F FF FF 5F
)000-1FCC 00 00 A A0 00 00 A0 AO 00 00 AO A0 00
)000-1FDC 00 00 AO A0 00 00 AO A 00 00 A0 AO 00
)000-1FEC 00 00 AO A0 00 00 AO AO 00 00 A0 AO 00
J000-1FFC 00 00 A0 A 00 00 A0 AO 00 00 A0 A0 00
J000-200C FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-201C FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-202( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-203( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-204( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-205( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-206( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-207C FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-208( FF FF FF FF FF FF FF FF FF FF FF FF FF
J000-209C FF FF FF FF FF FF FF FF FF FF FF FF FF
0N0-20AC FF_FF_FF FF _FF FF FF FF FF FF FF FF FF

Flash |Device. Info

M27C512 @DIP2E
Nemory Size : 0%00010000

First *.bin

Free memory

bank

Options 1C Config Informaton

¥ Pin Detect [ Check 1D

- VEE Voltage:[13 ooy v VDD Write:[e sov v
v Verify after [™ suto SH_NUN VCC Verify:[s oov v Puls Delav:[lgous v

7 Skip 00 pddr Range:® ALL C Sect

I Blank O osf555000¢. - [o000FFF

Ready Hardware Interface Ver: TL8G6II-Plus 0000 0000
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10 HxD - [\\NAS8T\SharedData\KnowHow\Retro-Computing\C64\hesmon\hes-prom.bin]

@ File Edit Search View Analysis Tools Window Help & x
O@~L | B @ 2~ 216 [ windows (aNs) Ml N

] hes-prom.bin

Offset(n) 00 01 02 03 04 05 06 07 08 09 OA 0B OC OD OE OF Decoded text ”
00001F30 €A C% 10 BO 04 CS5 B7 90 EA 18 60 E6 AC DO 02 E6 3E.°.A-.2.°=d.2
00001F40 AD AS AA 18 65 AC AA AS AB 65 AD 42 A9 00 85 AC .¥*.e~*¥«e.HO..~
00001FS0 85 AD 8A 38 20 39 03 63 38 20 39 03 A9 FF 85 AC ...58 9.h8 9.€%.~
00001F60 85 AD AS BS 4A 4A 4A 29 06 45 FF 29 BF 32 4C 39 _.¥1JJJ).I§):SLS
00001F70 03 43 AS BA C9 10 DO 01 24 18 68 60 24 oF 10 10 .H¥°E.D.$.n°$%..
00001F80 E6 SF DO OC A9 F6 85 SF A9 40 4D OE DD D OE DD & 7..¥
00001F90 4C 31 EA A2 02 26 BC 26 7B A2 00 26 7A 26 B7 26 Ll&c.tut{c.tzt-t
00001FAO B9 86 BB 20 57 F1 9D 00 02 ES C9 OD DO F5 20 D2 *t» WA...2E.D3 O
00001FBO FF A2 00 BD 00 02 E8 C9 OD FO 04 C9 2C DO F4 CA §¢.%..2E.8.E,DSE
00001FCO 86 B7 60 AS B7 29 7F AS 88 30 2C B1 BB C% 3A DO t-'¥-).""0,i»E:D
00001FDO F7 24 B7 98 65 BB 85 24 A9 00 65 BC 85 25 38 B0 “e».30.20 280
00001FEO 06 20 9E B7 86 A6 18 A2 01 BS 7A B4 24 95 24 94 . Z-1i.c.pz $e§”
00001FFO 7A CA 10 FS BO EB 60 4C 08 AF 4C ED F6 4C 66| 2E.5°8 L.TLISLE

missing byte z
% | Checksum  Search (0 hits)
c v Refresh
Algorithm Checksum Usage
| Expected result:

Offset(h): 0
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10 HxD

le Edit Search View Analysis Window Help

A&~k M Open main memory...  Shift+Ctrl+M
2 Open disk. Shift+Ctrl+D
2 Open disk jmage... Shift+Crl+|

Options... Split..
Wipe securely (Shredder)...

Checksum  Search (0 hits)

Algorithm





image9.png
Concatenate files

File list (in order of concatenation)
\\NAS8T\SharedData\Downloads\Software\C64\Utilities\collection\HESMON._frb-.bin
\\NAS8T\SharedData\Downloads\Software\C64\Utilities\collection\1.5 copy.bi
\\NAS8T\SharedData\Downloads\Software\C64\Util |es\(olled>on\f¢ coprnmdul bin
\\NAS8T\SharedData\Downloads\Software\C64\Util o ‘
\\NASS'I\ShlvedDm\Dwmloads\Stﬁmau\C“\Uh o ‘

Qutput file name:
\\NASET\SharedData\Downloads\Software\ C64\Utilties\collection\27512_image.bin

oK Cancel
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ufforderung

Microsoft Windows [Version 10.0.18362.476]
() 2019 Microsoft Corporation. Alle Rechte vorbehalten.

:\Users\sven>dir *.bin
Datentréger in Laufwerk C: ist Windows
Volumeseriennummer: 2E48-A2CE

Verzeichnis von C:\Users\sven

12.05.2019 18:20 16.384 16kimagel.bin
12.05.2019 18:20 16.384 16kimage2.bin
15.05.2019 15:47 8.192 8kimagel.bin

3 Datei(en), 40.960 Bytes

0 Verzeichnis(se), 94.199.853.056 Bytes frei

C:\Users\sven>copy /b 16kimagel.bin + 16kimage2.bin + 8kimagel.bin epromimage.bin

16kimagel.bin
16kimage2.bin
gkimagel.bin

1 Datei(en) kopiert.

C:\Users\sven>
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